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Abstract
The aim of the work is to analyze the problems and develop recommendations for quality assurance of software and testing during its creation in IT companies based on a systems approach. The object of research is the processes of testing, quality control and quality assurance. The subject of the study is the functions of quality assurance (QA) and testing (QC) within the system of development and the characteristics and models of quality assessment and software dependability. The research processes used a systematic approach, comparative analysis of quality assessment methods and approaches to the organization of testing, quality control and quality assurance of software products. The essence and main differences of the concepts "testing", "quality control" and "quality assurance" were determined. To assess the quality of the software, various aspects of quality in accordance with international standards, the relationship between them and a multi-level model of software quality were considered. To ensure the quality of the software product, it was proposed to use methods of integrated quality assessment, which allow to obtain the final integrated value of software quality as a whole, expressed in certain quantitative indicators, or its individual characteristics, and considered the most common methods based on costs and hierarchical models. A systematic approach to software quality assurance involves the creation of a QA team, which is an independent subsystem within the software development system while maintaining links with team members. To assess the differences between quality control and quality assurance, an analysis of responsibilities, work planning and documentation of relevant groups in IT companies was conducted, which made it possible to compare the functions performed and working conditions. Thus, the QC function confirms that a specific result meets standards and specifications, and QA is a broader function that covers planning and control throughout the development lifecycle. Testing is an integral part of quality control. In order for an IT company to provide management processes, QA and QC teams must work together. The scientific novelty of the work is to develop a methodological basis for assessing the quality of software, developing recommendations for improving the processes of quality assurance and testing in software development in an IT company.
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1. Introduction

The fourth industrial revolution, of course, poses great challenges for "traditional" software development. This is due to the unpredictable behavior of software systems, lack of centralized control, cybersecurity, scalability, fault tolerance, reliability, development, definition of interfaces and communication channels and their management. However, most of these problems can also be seen as opportunities for further development of software development and testing processes [21, 24].

Quality assurance or software quality assurance is an integral part of the development process and is used in the IT industry by quality assurance professionals as well as testers. Quality assurance is associated with the concept of dependability. Dependability is, first, a guarantee of increased cybersecurity, reliability and protection against failures. In cases where the failure of a software system that belongs to the class of "high confidence" or "high integrity system" can lead to extremely negative consequences, the overall warranty of the system, which includes hardware, software and man, is the main and priority quality requirement in relation to the main functionality of the system.

Both quality assurance and software testing are designed to guarantee the quality of the software application that meets customer requirements. However, these two concepts have a fundamental difference. Testing is performed after the application has been created or for static testing after the software requirements have been defined and recorded in the relevant document [11, 25]. Quality assurance involves activities that ensure the quality of the application during its creation at all stages, from the definition of requirements to the transfer of the finished application to the customer [17, 28].

To understand the differences between these components of the software development process, it is necessary to give a clear definition of these concepts, to relate between their characteristics, to determine methods for assessing the quality of software.

Successful solution of software quality assurance problems is possible only with a systematic approach to software development processes, active involvement of quality assurance specialists and testers, so the work will identify differences between the responsibilities of these specialists, differences in planning tests and documentation, as well as developed recommendations for improving software development processes in terms of quality assurance.

The main purpose of the article is to analyze the problems and develop recommendations for quality assurance of software and testing during its creation in IT companies based on the principles of a systems approach.

2. Review of literature sources

To clarify the differences between the concepts of testing and software quality assurance, consider the related concepts of "testing", "quality control" and "quality assurance", which are widely covered both in the domestic literature and in foreign sources. [6-9, 11, 17].

Software testing according to ISO / IEC TR 19759: 2005 is a process of research, software testing, which aims to verify the correspondence between the actual behavior of the program and its expected behavior on the final set of tests selected by a particular.

Quality Control (QC) according to ISO 9000 is a part of quality management focused on compliance with the requirements for assessing the number of defects, bugs (if any) in the application. Quality control role is a set of processes (actions) aimed at assessing the developed application (draft document, development system, etc.) and compliance with customer requirements. Execution of these processes guarantees check of quality of the delivered application and defines, how well it is designed and executed. The purpose of quality control is to find defects and ensure their correction. Thus, testing is an integral part of quality control (fig. 1).

Quality Assurance (QA) is defined in ISO 9000 as a part of quality management that focuses on ensuring that defect elimination requirements are met. The purpose of quality assurance is to ensure that the application will meet customer requirements. Quality assurance consists of processes aimed at ensuring the quality of application development at each stage of the life cycle. These actions usually precede application development and continue while the process is under development. Quality assurance is responsible for the development and implementation of processes and standards to improve the development life cycle, and to ensure
that these processes are performed [1, 2]. The main purpose of quality assurance is to prevent defects at all stages of software development and its continuous improvement. While quality assurance is an activity aimed at ensuring the development of quality software, quality control is an activity that captures and evaluates the quality of an already created application. So testing is a subsystem of quality control, and quality control is a subsystem of quality assurance system.

The relationship between quality assurance, quality control and testing shows in fig. 2. Quality assurance activities include setting standards and processes, quality control, and selecting appropriate tools.

The quality of software is defined in ISO 9126 as the whole set of its characteristics related to the ability to meet the stated or implied needs of all stakeholders.

There are the following aspects of software quality [6,26]:

1. The quality of technological processes of software development, which affects the creation of quality software;
2. The internal quality of the software associated with its characteristics, without taking into account the behavior of the software application;
3. External quality that characterizes the software in terms of its behavior;
4. The quality of the software when used in different contexts, that is the quality of the software application, which is manifested in its use by users in different specific scenarios.

Metrics have been created for all these aspects of quality that allow them to be evaluated.

In fig. 3 shows the relationship of different aspects of software quality.

In addition, the standard describes a multi-level software quality model that can be used to describe both internal and external software quality (fig. 4). At the top level of the model there are 6 main characteristics of software quality, each of which has its own attributes:

- **Functionality**: ability to interact, functional suitability, compliance with standards and rules, security, accuracy;
- **Reliability**: completeness, ability to recover, compliance with standards, resistance to failure;
- **Usability**: intelligibility, ease of learning, ease of operation, attractiveness, compliance with standards;
- **Productivity**: time efficiency, resource efficiency, compliance with standards;
- **Ease of maintenance**: analysis, ease of making changes, stability, ease of verification, compliance with standards;
- **Transfer**: adaptability, ease of installation, ability to coexist, ease of replacement, compliance with standards.
A set of metrics is defined for each attribute that allow it to be evaluated. Metrics must have the following properties:

1) reliability; which is associated with an accidental error; the metric is free from random error, if random changes do not affect the results of the metric;

2) recurrence; the re-use of metrics for the same application and by the same evaluators when using the same evaluation specification (including the environment), the same type of users and environment, should lead to the same results with appropriate tolerances; appropriate tolerances should take into account such components as fatigue and the result of accumulated knowledge;

3) uniformity; the application of metrics for the same application by different assessment professionals using the same assessment specification (including the environment), the same type of users and environment, should lead to the same results with appropriate tolerances;

4) possibility of application; the metric must clearly indicate the conditions (for example, the presence of certain attributes) that limit its use;

5) showiness; it is the ability of a metric to identify parts or elements of a program that need to be improved, based on a comparison of measured and expected results;

6) correctness; the metric must have the following properties:

- objectivity; the results of the metric and its input should be based on facts and not be subject to the feelings or opinions of experts in assessment or testing (excluding metrics of satisfaction or attractiveness, which measure the feelings and opinions of the user);

- impartiality; the measurement should not be aimed at obtaining any specific result;
adequacy of accuracy; accuracy is determined when designing metrics and especially when choosing descriptions of facts that are used as a basis for metrics; the metric developer must describe the accuracy and sensitivity of the metric;

7) significance; the measurement must give significant results concerning the behavior of the program or the quality characteristics.

Metrics must also be cost-effective. This means that more expensive metrics should provide better evaluation results [1, 2].

The developer of the metric must prove its validity. The metric must meet at least one of the following criteria for the validity of the metric:

1) correlation; the change in the values of quality parameters (promptly determined by measuring the basic metrics), due to a change in the values of the metric, should be determined by a linear relationship;

2) tracing; if the metric $M$ is directly related to the value of the quality characteristic $Q$, then the change in value $Q(T_1)$, available at the time $T_1$, to the value of $Q(T_2)$, obtained at time $T_2$, must be accompanied by a change in the value of the metric from $M(T_1)$ to $M(T_{12})$ in the same direction (for example, if $Q$ increases, then $M$ also increases);

3) consistency; if the values of quality characteristics (promptly obtained by measuring the main metrics) $Q_1, Q_2, \ldots, Q_n$, associated with applications or processes $1,2,\ldots,n$, are determined by the ratio $Q_1 : Q_2 : \cdots : Q_n$, associated with applications or processes $1,2,\ldots,n$, are determined by the ratio $M_1 > M_2 > \cdots > M_n$;

4) predictability; if the metric is used at time $T_1$ to predict the value (promptly obtained by measuring the main metrics) of the quality characteristics $Q$ at time $T_2$, the prediction error must fall within the allowable range of prediction errors:

$$\frac{(Q_p(T_2) - Q_f(T_2))}{Q_f(T_2)}, \quad (1)$$

where $Q_p(T_2)$ – the forecast value of the quality characteristics at the time $T_2$,

$Q_f(T_2)$ – the actual value of the quality characteristic at the time $T_2$;

5) selectivity; the metric must be able to distinguish between high and low quality software.

Improving the quality of software development and testing allows you to create a software application that meets customer requirements [10, 12-15,27]. Attention should be paid to the thorough improvement of all software development processes, both directly related to the development of perfect software code and all processes that affect its quality: definition and management of requirements, creation of test scenarios and testing as early as possible (starting with requirements testing), organization of teamwork, division of responsibilities between participants in the process, etc.

Recently, considerable attention in the field of software quality assurance is paid to warrantability. Dependability of software includes such characteristics as fault tolerance, safety of use (safety in the context of acceptable risk to human health, business, property, etc.), information security or security - protection of information from unauthorized transactions, including access to reading, as well as guaranteeing the availability of information to authorized users, in the amount of their rights), as well as convenience and ease of use (usability) [27]. Reliability is also a criterion that can be defined in terms of warrantability.

Special attention is paid to creating a perfect code despite the current trends in the field of information technology and in particular testing, [3-5, 16].

Analysis of modern strategies, approaches and methods of testing, identification of their advantages and disadvantages paid attention in [22, 25].

Ways to solve the problem of improving the quality of software development and testing can be the introduction of appropriate methods in IT companies to assess the quality of software, which will contribute to its warrantability.

3. A systematic approach to improving quality assurance and testing processes in software development

The need for software quality assurance increases with the size of the organization and the level of its quality policy. Quality assurance is a complex multifaceted process. Therefore, the system approach provides its required level in full. This approach considers quality assurance as a separate subsystem, which is part of the development system, has certain connections with it, as well as certain independence as a system. The IT Company creates a QA group (quality assurance group). It is important that the QA function remains independent of project
management and operations. But the links between the QA team and the project team are very important and should provide them with strong support.

Some organizations have a QA feature built into the project management office. Such a model also meets the criteria of independence. However, with such an organization, you need to make sure that the QA group consists of qualified quality assurance analysts.

Given the differences between the concepts of software testing, quality control and quality assurance, there are also differences between the responsibilities of the QA group and testers.

The responsibilities of testers include:
- testing planning,
- writing test scripts and test cases, checking tests,
- performing tests,
- analysis of test results,
- creation and analysis of reporting on test results for different levels of tests.

As part of their quality control role, testers may make demands on:
- checking samples of project documents,
- activities for managing software configurations, design, code, etc.

At the same time, the QA group performs the functions:
- formation of organizational policy on quality, standards and development processes;
- providing assistance with quality assurance training and project quality assurance plans;
- checking compliance between project processes and quality plans;
- conducting regular inspections of design applications and processes;
- regular presentation of the results of quality assessment analysis to management;
- resolving a situation with a deviation from guidelines or standards.

As part of its quality assurance role, the QA group monitors:
- independent reviews;
- availability of project change management procedures;
- availability of project configuration management procedures;
- availability of retrospective planning and implementation of development life cycle processes;
- quality assurance based on the development of the life cycle system;

- carrying out continuous improvement in the process of quality control and implementation of recommendations based on previous experience.

Performing the duties of the QA group does not mean their development by the team, but only ensuring their implementation.

When planning tests, testers prepare test strategies and plans based on basic test documents, such as software application requirements and design solutions. These test planning documents are the basis for the implementation of processes at various planned test levels. For each level of testing, tests, sets of input data and expected results, detailed test schedules, environmental requirements, documents for defect management, test management and reporting are compiled. In contrast, software application quality assurance documentation or quality plans include a broader set of actions throughout all stages of development. This affects the project management methodology.

A typical draft quality plan includes customer expectations, acceptance criteria, planned quality control and process audits, configuration management plans, and change management procedures. Quality plans are based on the organization's own policies, standards, or guidelines that form the basis of quality assurance. The project quality assurance plan is monitored continuously and the planned quality indicators are updated on its basis during the project creation. There are different intersections between risk management and quality, and therefore the risk register can make a significant contribution to the preparation of quality plans.

Recommendations for improving quality assurance processes:
- independence. To be successful the QA group must be dependent on the project team. This provides the QA group with the opportunity to conduct an objective evaluation of projects. Testers and QA specialists can be in the same group in small organizations. However, there is a possibility of creating a conflict of interest in monitoring the testing activities. The solution depends on the policy of the organization in the field of quality and is as follows. A separate group can be created for reporting; relationships within the project team. Quality assurance analysts may be overly process-oriented and may insist on processes or documentation that are of little relevance to the project. This can worsen relationships with project managers. It will be much easier for the
QA group to work with project teams if they work on the principle of taking into account the project objectives. In addition, the assistance and assistance of project teams forms the basis for maintaining good relations. This is an important aspect of successful testing:

- involvement of the necessary specialists. Qualitative HR policy plays a leading role in the successful operation of the QA Group. People with experience in LC development who have knowledge of ISO standards and CMMI principles for software development have the necessary competencies for the QA team;
- requirements list. Standard checklists are a useful mechanism for auditing projects, especially if they are designed in accordance with the LC phases. To ensure fruitful cooperation with project managers, it is important to ensure the participation of stakeholders in the project. This makes it possible to get feedback from them in response to suggestions for changes to the lists;
- communication and reporting. Regular reporting is very important to management, developing the right templates and metrics to provide management with the information it needs to ensure that these reports are given the proper attention. This is best achieved by meeting with relevant senior management representatives, providing them with reports and receiving feedback and comments from them. In addition, the QA team must continually obtain approval for changes to quality control processes and standards and ensure effective communication with stakeholders;
- constant improvement. Taking into account previous experience provides the QA team with a basis for evaluating processes and recommendations for quality assurance, including continuous improvement. The QA team must be flexible, maintain good relationships with stakeholders when making improvements in management reporting. Continuous improvement may also require amendments to the methodology of development of software systems, so QA group recommended to keep development methodology IT company.

4. Introduction of methods of integrated quality assessment of software applications

Methods of integrated quality assessment have the advantage that they allow to obtain the final integrated value of the quality of the software as a whole or its individual characteristics, expressed in certain quantitative indicators. Cost-based and hierarchical model-based methods of integral software quality assessment are the most common.

The method of integrated software quality assessment, which is based on costs, belongs to the group of calculation methods. According to this method, a quantitative criterion of software quality $T$ is formulated, focused on its life cycle. (LC).

The costs of software development, operation and maintenance include:
- $R$ – one-time software development costs;
- $V$ – one-time software implementation costs;
- $E$ – recurring costs $S$ for software operation for the period of operation time $t_e$ during the life cycle $T$:

$$E = (T / t_e) \times S; \quad (2)$$

- $C$ – repeated at random intervals maintenance costs, which are on average $n – th$ part of the costs $R$ and $m – th$ part of the costs $V$ and are carried out during the life cycle $T$ on average over time $t_e$:

$$C = (n \times R + m \times V) \times T / t_e; \quad (3)$$

- $B$ – accidental losses due to unreliability or lateness of the result:

$$B = S_e \times T / t_e, \quad (4)$$

where $S_e$ – the average amount of losses incurred by a single operation of the software during its LC.

Thus, the total cost $Z$ in the software life cycle of the software will be determined as follows:

$$Z = R + V + (S_e + S) \times \frac{T}{t_e} + (n \times R + m \times V) \times \frac{T}{t_e}; \quad (5)$$

As a quality criterion, it is proposed to use the minimization of total costs for software development, operation and maintenance. The criterion for software quality is to minimize the total cost $Z$:

$$Z \rightarrow \min. \quad (6)$$

The main disadvantage of this method is that the actual cost values included in the formula can be determined after the development of the
software application, and therefore it cannot be used as a tool in the development process to achieve a given level of quality.

The choice of the nomenclature of quality indicators according to the method of quality assessment based on a hierarchical model for a particular software application is based on its purpose and requirements for the scope depending on the affiliation of the software to a subclass determined by the software classifier:
- operating systems and means of their expansion;
- database management software;
- tool-technological means of programming;
- software applications for interface and communication management;
- software applications for the organization of the computational process (planning, control);
- service programs;
- software applications for computer maintenance;
- research applications;
- design applications;
- applications for control of technical devices and technological processes;
- applications for solving economic problems;
- other software applications.

Evaluation of software quality is the choice of nomenclature of indicators, their evaluation and comparison with the basic values. A four-level hierarchical quality model is the basis of this evaluation method. It includes:
- level 1 - quality characteristics;
- level 2 - quality attributes;
- level 3 - metrics;
- level 4 - evaluation indicators (software attributes).

For each of the selected quality characteristics, a four-level hierarchical model is developed, which reflects the relationship of characteristics, attributes, metrics and indicators. The type of this model depends on the phase of the LC.

Tables are used for practical application of the model. These tables are created for each characteristic. So to assess the characteristics of information security, you can use the indicators that are in table 1.

### Table 1
Indicators of assessment of the characteristic of information security

<table>
<thead>
<tr>
<th>Indicator</th>
<th>Evaluation method</th>
<th>Evaluation form</th>
<th>Equations</th>
</tr>
</thead>
<tbody>
<tr>
<td>Proportion of incidents by type, $P_t$</td>
<td>Registration, calculated</td>
<td>$P_t = \frac{KS_t}{\sum_t KI_t}$, (7)</td>
<td>$KS_t$ – the number of $t$ events, $KI_t$ – the number of $t$ incidents, $\sum_t KI_t$ – the total number of incidents</td>
</tr>
<tr>
<td>Proportion of deadlines incidents, $P_s$</td>
<td>Registration, calculated</td>
<td>$P_s = \frac{KI_s}{KI}$, (8)</td>
<td>$KI_s$ – the number of incidents closed in time, $KI$ – the total number of incidents</td>
</tr>
<tr>
<td>Probability of trouble-free operation, $P$</td>
<td>Registration, calculated</td>
<td>$P = 1 - q/n$, (9)</td>
<td>$q$ – number of registered failures, $n$ – number of tests</td>
</tr>
</tbody>
</table>

Quality assessment is a deterministic process that consists of certain stages. Its implementation involves the main stages:
- determining the purpose of evaluation;
- development of quality model;
- creating a model of metrics;
- search for basic metrics;
- determination of derived metrics;
- formalization of metrics;
- determination of metric limit values;
- determination of actual values of metrics;
- definition of integrated software quality assessment;
- software quality analysis.

The first stage involves determining the purpose of evaluation:
- evaluate the quality of the finished software application, for example in accordance with the quality standard;
evaluate the quality of the software application during its development.

A certain model of integrated assessment is chosen depending on the goal and then consistently performs certain steps.

To determine, for example, the proportion of incidents of a certain type, it is necessary to record all incidents for a certain period. Then the percentage of a certain incident is determined (table 2). To assess the quality of software for this indicator, the values are compared with the allowable value. These data are used for analysis (fig. 4) and subsequent integrated evaluation of application quality.

### Table 2
Proportion of incidents "Injection of malicious code", 01-06/2021

<table>
<thead>
<tr>
<th>Month</th>
<th>01</th>
<th>02</th>
<th>03</th>
<th>04</th>
<th>05</th>
<th>06</th>
</tr>
</thead>
<tbody>
<tr>
<td>Proportion of incidents,%</td>
<td>20</td>
<td>22</td>
<td>18</td>
<td>16</td>
<td>20</td>
<td>14</td>
</tr>
</tbody>
</table>

![Figure 4: Proportion of incidents "Injection of malicious code"](image)

To ensure quality in the process of software application development, both methods should be used:
- to perform quality assessment during development to quickly ensure compliance of processes with certain standards and compliance of the software application with customer requirements,
- to estimate the total cost of development, operation and maintenance of the finished software application with.

### 5. Conclusions

The paper compares the concepts of "testing", "quality control" and "quality assurance", which showed that testing is part of quality control, and quality control coincides with quality assurance in the field of quality control. Dependability, which includes fault-tolerance, safety, information security or security, as well as usability, should be provided primarily for software systems of high reliability, high availability within the quality guarantee.

Software quality assessment should take into account international standards in this field, which define various aspects of quality, such as process quality, internal quality, external quality and quality of use. To assess quality, it is recommended to use a multi-level model that includes the following characteristics:
- functionality,
- reliability,
- usability,
- productivity,
- convenience of support,
- transfer.

From the point of view of the systems approach, quality assurance can be defined as a separate subsystem, which is a component of the development system, has certain connections with it, as well as a certain independence as a system. To assess the differences between quality assurance and quality control processes, an analysis of the responsibilities of the relevant groups of specialists, their work planning and documentation was carried out, which made it possible to compare the functions performed and working conditions. Thus, QC functions are aimed at confirming that specific results meet standards and specifications, and QA is a broader function. It covers planning and control throughout the development lifecycle. Testing is an integral part of quality control. In order for an IT company to have effective quality management processes, the QA and QC group must work together.

A successful QA group can add significant value to an organization, namely:
- improving the quality and warranty of software applications;
- consistency in the delivery of software applications;
- improving the organization of processes;
- reduction of total delivery costs;
- use applications for application support documentation.

At the same time, it should be borne in mind that QA specialists require additional costs:
- firstly, in the staffing schedule for software quality analysts,
- secondly, due to the complexity of processes.

At the beginning of implementation it may adversely affect the team.
Software quality assurance requires the introduction of integrated quality assessment methods and individual quality indicators. Integrated evaluation processes include:
- defining the purpose of evaluation,
- developing a quality model,
- creating a model of metrics,
- searching for basic metrics, defining derived metrics,
- formalizing metrics, defining metric limits,
- determining actual metric values,
- defining integrated software quality assessment,
- software quality analysis.

To ensure quality, it is necessary to carry out its operational integrated assessment at all stages of LC and integrated assessment of costs for development, operation and maintenance of the finished software application.
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